A Virtual Reality Game Utilizing L-Systems for Dynamic Level Generation
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Abstract—Virtual reality escape room games have gained popularity for their immersive and challenging nature. This paper presents an L-Systems enhanced virtual reality escape room game that leverages L-Systems to generate unique and intricate room environments. L-Systems are a formal language-based approach used to model and generate geometric forms. By incorporating L-Systems into the room design, the game creates realistic and distinct environments that vary with each gameplay. The paper provides a background introduction, outlines the problems addressed, describes the methods used for L-System integration, presents the results and analysis of player feedback, and proposes a credible algorithm for room generation over traditional techniques. This research showcases the potential of L-Systems as a powerful tool for enhancing the visual richness of virtual environments in VR game development.
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I. INTRODUCTION

The virtual reality gaming market has witnessed rapid growth, driven by technological advancements, and increasing consumer demand for unique and immersive experiences. This paper aims to contribute to this growing industry by creating a virtual reality escape room game for Android smartphones, where players are trapped underground and must solve puzzles to escape the catacombs and subsequently explore an outdoor castle area and its indoor rooms. In addition to utilizing GoogleVR and Unity, our project incorporates L-Systems, a type of formal language and parallel rewriting system, to generate realistic and dynamic room environments. While the technical aspects of the game and plugin have been explored, this paper will also delve into the impact of the plugin on player experience.

To create this game, we employed Blender, Unity, and GoogleVR. Unity serves as the game engine for running code and implementing physics, using version 2019.4.40f1 and programming language C#. GoogleVR, integrated in Unity, enables the game to run on virtual reality headsets and tracks the player’s head movement using the smartphone’s gyroscope. Blender was utilized for creating custom models of the underground rooms and castle, as well as using L-Systems to generate the walls for each floor of the catacombs. The version of Blender used for this game is 3.3.1, and the programming language for L-Systems structure is Python.

In this paper, we will first provide an overview of the background and history of escape rooms as a form of entertainment. We will then delve into the details of L-Systems, including its definition and the various applications it can be used for. Following this, we will discuss the GoogleVR library for Unity, including its capabilities and how it is utilized in virtual reality gaming. Finally, we will describe how these concepts have been implemented in our own virtual reality game, which utilizes Blender, Unity, GoogleVR, and L-Systems to create a unique and immersive experience for players. The paper will conclude with a summary of our findings, including an analysis of the plugin’s impact on player experience, and any suggestions for future research.

II. RELATED WORKS

Escape rooms are a form of game in which players are locked in a room and must solve puzzles using clues hidden within to escape and progress to the next area. These rooms often have a dungeon, prison, or other real-world setting and typically require multiple players to work together. Our game, featuring a castle setting, incorporates this concept by dividing the underground area into floors, each containing various puzzles that must be solved to move on to the next area, similar to traditional escape rooms.

L-Systems, also known as Lindenmayer systems, are a type of formal language and parallel rewriting system that utilizes four elements: an alphabet of symbols, production rules for transforming symbols into a string of symbols, an initial string known as the axiom, and a method for converting the generated strings into geometric forms [1]. Developed in 1968 by Aristid Lindenmayer, L-Systems were initially used for modeling the growth processes of plants and understanding the behavior of individual plant cells [2]. Today, L-Systems are also used to create various structures, including snowflakes and roads, beyond just plants. In our game, L-Systems are utilized to generate the walls of each floor in the underground dungeon area, enhancing the realism and complexity of the game design.
An L-system is composed of an initial string, known as the axiom, along with a collection of production rules that determine the substitution of symbols within the string with new strings. Mathematically, an L-system is defined as a tuple \((V, \omega, P)\), where:

- \(V\) is a finite set of symbols, called the alphabet or vocabulary of the L-system.
- \(\omega\) is an initial string, called the axiom, made up of symbols from the alphabet \(V\).
- \(P\) is a set of production rules, also called rewriting rules, that describe how to transform symbols in the string \(\omega\) according to certain conditions.

The production rules defined in set \(P\) are sequentially applied to the initial string \(\omega\), starting with the axiom. This iterative process generates a sequence of strings, where each string represents a specific generation of the L-system. The \(n^{th}\) string in this sequence is called the \(n^{th}\) generation of the L-system. The application of production rules to the string, also known as a derivation or development, results in the transformation and evolution of the L-System structure.

The GoogleVR library is a tool for creating virtual reality experiences in Unity [3]. Originally designed for the Google Daydream device, it enables developers to create VR games for Android devices using Google Cardboard. The library is distributed as a Unity Package file on GitHub [4]. When developing a game with GoogleVR, players can preview the experience by simulating head movement with the Alt key and mouse and tilting the head with the Control key and mouse movement. Additionally, the library features a pointer called GvrReticlePointer, which can be attached to the virtual reality camera and used to interact with objects based on the direction the player is looking. This, along with button inputs from a controller, is the main method of interaction in our game enhancing the immersive quality of the game.

The use of L-Systems in this game is unique as it is not a common approach in the development of virtual reality escape rooms. L-Systems, also known as Lindenmayer systems, is a formal language and parallel rewriting system [1]. It allows for the creation of complex geometric structures by using a set of symbols, production rules, an axiom, and a method for transforming the generated strings into geometric forms [2]. In this game, L-Systems is utilized to generate the walls of each floor of the underground dungeon area, adding an additional layer of complexity to the game design. This approach not only adds to the realism of the game but also provides a new and exciting challenge for players. While many materials and models were created by us, few other assets were gotten from the Unity asset store. These assets, listed at [5–13], were used to enhance the overall gaming experience.

III. PROPOSED WORK

A. Custom Models and Terrain

For this project, we used Blender, a free and open-source 3D modeling program, to create a treasure chest model (Fig. 1), utilizing various tools such as basic transformation, extrude geometry, extrude vertices, and split edges. This chest model was then exported to Unity and animation was added to it as a puzzle for the players to solve. We then apply an animation for opening this chest in Unity for one of our puzzles.

![Fig. 1. Treasure chest model.](image)

The castle layout depicted in Fig. 2 was designed to emulate the look and feel of a traditional castle escape game. Utilizing the terrain tool in Unity, a variety of features were employed to create a unique and realistic landscape. Most of the terrain’s texture was created using three brushes (raise and lower terrain, paint texture, and set height). Additionally, the Terrain Tools plugin was utilized to simplify the process of building the environment within Unity. To enhance the visual aesthetic, tree and grass elements from the Unity package were incorporated to create a natural exterior for the scene.

![Fig. 2. Castle model.](image)

B. L-Systems Model

L-systems are composed of an alphabet of symbols, production rules \(P\), for transforming symbols into strings of symbols, an initial string known as the axiom \(\omega\), and a mechanism for converting the generated strings into geometric forms [1, 14]. Within the L-system framework, edge rewriting and node rewriting serve as two operational modes that draw upon concepts from graph grammars. These modes provide means for manipulating and transforming figures within the L-system structure. Node rewriting involves replacing or modifying individual nodes or vertices within a structure. Production rules are applied to specific nodes, thereby altering their properties or connections. On the other hand, edge rewriting entails substituting figures or shapes for polygon edges. This mode employs production rules to replace specific edges with new combinations of edges, resulting in the generation of intricate and complex structures. In the context of dungeon walls, edge rewriting involves substituting specific segments or sections of the walls with novel combinations.
of segments. In our game, we utilized the Blender plugin to implement the following L-system model with the given axiom and production rules, as documented in [1].

\[ \omega : \ F_1 \]

\[ F_1 \rightarrow F_1 + F_1 \quad ++ \quad F_1 \quad - F_1 \quad F_1 \quad - F_1 \quad + \]

In this model, the symbols “F_1” and “F_1” represent edges that are generated when the turtle executes the “move forward” command. These edges serve as fundamental building blocks for the structure. During the L-System execution, the production rules substitute instances of “F_1” or “F_1” with pairs of lines that form left and right turns. The symbols “−” and “+” indicate the direction of the turns, with “−” denoting a right turn and “+” denoting a left turn. Each turn is executed at a 90-degree angle. When our plugin executes the L-System with 2 iterations, it applies these rules to generate the corresponding lines and turns, resulting in the desired structure. To enhance the visual representation, we scale the model to increase the height of the walls. The final outcome is depicted in Fig. 3.

![Fig. 3. Stairs model.](image)

Once this is imported into Unity, cubes are placed around it to apply a wall-like texture that the player will see when they are navigating each floor. This allows for more complex materials to be used, whereas this model can only accept solid colors for textures. When it is inserted into Unity and all cubes have been added, the floor looks like what is shown in Fig. 4, but with a ceiling added on top of it.

![Fig. 4. Outdoor area.](image)

C. Puzzle Structure

Our virtual reality game has three separate scenes, with two of them being for each floor of the underground area. To play our virtual reality game, a player must have an Android phone in order to interact with objects in the game. The game consists of three scenes, two of which are for each floor of an underground area. The button used to interact with objects in the game is the A button on an XBOX Series X/S controller, though the specific button may vary depending on the controller being used.

The first floor of our virtual reality game features a rotating hint marker that can be selected by the player using a button on a paired Bluetooth controller. The rotation is achieved using Unity’s Rotate function, with the angle changing by 90 degrees every second along the Y-axis. The player can select this hint marker by looking at the object and selecting it with a button on the controller. To allow a button press to select the object, the GvrReticlePointer (which is placed at the center of the player’s eyes, though it is invisible) must be pointing directly to the collision of the object. To select the hint marker, the player must look at the object and use the “Submit” button on the controller, which is the A button on an XBOX Series X/S controller or the Enter key on a keyboard. This causes the object to turn blue and a message to appear on screen, informing the player that hints can be found by selecting these markers. Once this button has been pressed while the pointer was on this object, it will disappear by deleting the object and a message will pop up on screen telling the player that hints can be found by selecting these markers, which will cause a hint message to be shown.

The player can move to different locations in the game by selecting waypoints scattered throughout the scene. Similar to selecting a hint marker, the color of the waypoint changes when the player looks at it. Unlike hint markers, selecting a waypoint smoothly transports the player to a new location instead of destroying the object. The movement is accomplished by Unity’s lerp function, which moves the player at a speed of 2.5 units per frame.

In the first puzzle room, the player is told to look into eyes to open the path by selecting the hint marker. The solution to this puzzle is to look at a specific part of a painting on the wall, behind the eyes of which there is an invisible cube. When the pointer is on this cube, it will open the door that leads to the next room and a message will appear indicating that the door has been opened.

In the next chamber, players are provided with a new hint marker that instructs them to proceed along the illuminated path. To solve this puzzle, players must follow the beams of light shining on waypoints. These lights are Unity spotlight objects that have a lower priority than the spotlight on the player’s camera, allowing the player’s view to remain unobstructed. The objective is to reach a particular waypoint with a light shining on it. Once the player selects this waypoint with their controller, it will be eliminated, and the next door will open. This is achieved by checking the name of the object, and if the waypoint with the specific name has been selected, the object will be deleted, and the door will open.

The next hint prompts the player to gaze at the door for a duration of five seconds, after which something beneficial will occur. Solving this puzzle entails the player directing their gaze at the door until it eventually opens. To achieve this, a timer is employed that increases if the pointer is
directed at the door. Once the timer surpasses five seconds, the door will open and a message will appear, instructing the player to select the steps leading to the next level. The steps are a custom-made Unity object constructed using cubes that are arranged alongside each other with increasing elevations, as depicted in Fig. 3. Each of these cubes possess a “stairs” tag, and if the controller button is pressed while the player’s gaze is directed at an object with this tag, the next floor scene will load, enabling the player to solve additional puzzles.

On the following level, players will encounter a hint marker instructing them to unlock the treasure chests in a predetermined sequence. This sequence is determined by a random generation process once the scene is loaded. To generate this random order, the tag names of each of the treasure chest lids are placed into an array. Then, a separate array is created to hold random values. The first element of this new array is obtained by selecting a random integer between zero and two. The next element is acquired by generating a new random number, however, if it is the same number as the previous element, a new random number will be generated until it does not match the previous one. Finally, the last element is obtained by taking the sum of the numbers in the two previous elements. If the sum is equal to one, that means that the previous elements must be zero and one, so the next element’s integer will be two. If the sum is equal to two, the previous numbers must have been zero and two, so the next element must be one. Finally, if the sum is three, the previous elements must have been one and two, so the next element must be one. Once all of these elements have been found, a new array is created to hold values from the original string array, each element is set using the value from the integer array as a position value for the original array, then the old array of tags is set to the new array of tags.

The player will have to open the chests in a specific order, as determined by the randomly generated tag names in the array. If the player attempts to open a chest and the tag name matches the one in the array, it will rotate open using Unity’s rotate function for a quarter of a second. If they try to open the next chest and it does not match the next tag in the array, a message will appear telling them that it was not the correct order, and they must try again. Furthermore, the previously opened chests will rotate closed with the opposite angle for the rotate function. Once all the chests are opened in the correct order, the door will be unlocked.

The player must locate and reach each of the corners in the subsequent room. Like the previous floor’s lighting puzzle, the waypoints are identified by their names. However, this time the player must visit multiple corners. Once the player reaches a corner’s waypoint, it will be eliminated. Once all the corners have been reached, the final door will open.

In the final chamber, the player is confronted with a set of stairs and a clue marker. When the clue marker is activated, it will reveal that the player has achieved their liberation and they are now able to roam the exterior of the castle. By selecting the stairs, the player will be transported to the outdoor castle environment.

In the concluding stage, players are presented with a castle and a number of markers located in various locations on the terrain, this is illustrated in Fig. 4. The player can move through the outdoor castle terrain, visiting each of the designated locations (as indicated by the waypoints) in the same manner as before. These areas have been adorned with various assets from Unity’s asset store and can be seen in Fig. 5.

IV. RESULTS AND ANALYSIS

In this section, we present the results of our L-Systems enhanced virtual reality escape room game and conduct a comparative analysis with existing technologies to thoroughly discuss the impact of our approach.

A. Player Feedback

During the evaluation phase of our game, participants from East Stroudsburg University provided valuable feedback on their experiences. The overall response was positive, with players praising the immersive nature of the game and the unique challenges presented by the L-Systems generated room environments. Participants appreciated the realistic and dynamic structures, which enhanced the sense of exploration and discovery.

B. Comparative Analysis

To provide a comprehensive analysis, we compare our L-Systems enhanced approach with existing technologies commonly used in virtual reality escape room games.

1) Procedural generation

Procedural generation is a popular technique employed in escape room game development [15]. It allows for the creation of randomized room structures, enhancing replayability. However, compared to procedural generation, our L-Systems approach offers greater intricacy and diversity in room designs. The application of L-Systems enables the generation of complex and organic structures that feel more natural and visually appealing.

2) Graph grammars and node rewriting

Some previous works have utilized graph grammars and node rewriting to manipulate and transform room structures [15–17]. While these techniques offer flexibility in modifying individual nodes and connections, our L-Systems approach expands on this concept by generating entire room layouts. L-Systems provide a systematic and rule-based approach to generating realistic and intricate room environments, resulting in a more immersive and challenging gameplay experience.
3) Traditional puzzle design

Traditional escape room games often rely on handcrafted puzzle designs, which can limit the variety and complexity of gameplay experiences [18–21]. Our L-Systems approach overcomes this limitation by dynamically generating puzzle layouts within the room structures. This allows for a greater variety of puzzles and challenges, making each playthrough unique and engaging.

Through our comparative analysis, it is evident that the incorporation of L-Systems in our virtual reality escape room game provides significant advantages over existing technologies. The generated room environments offer a level of intricacy, realism, and variety that enhance player immersion and enjoyment.

V. CONCLUSIONS AND FUTURE WORK

This paper has presented a virtual reality escape room game that utilizes L-Systems to generate unique and engaging room environments. The incorporation of the L-Systems plugin enhances the realism and complexity of the game design, offering players an immersive and challenging experience.

While the technical operation of the L-Systems plugin has been explored, future research should focus on conducting user studies or surveys to gather more comprehensive data on player experiences. This would involve collecting feedback on player immersion, enjoyment, and overall engagement with the game. By analyzing player perceptions and reactions through qualitative and quantitative research methods, a more holistic understanding of the plugin’s impact on player experience can be obtained. This valuable information will guide future iterations of the game and contribute to the ongoing development of virtual reality escape room experiences.

Additionally, we aim to improve the game by implementing several new features such as non-player characters, inventory system, a variety of weather conditions, and a day-night cycle, adding more depth to the game, multiplayer environment etc. One of our initial plans was to make this game compatible with Oculus Meta Quest 2, however, we were unable to do so due to time constraints. Therefore, we plan to port the game to this device in the future. Furthermore, we currently use Blender to create the L-Systems models, and then export them to Unity. We hope to eventually integrate this process within Unity, so that each playthrough of the game will have a unique room structure, increasing replay ability.
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