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Abstract—In a microservice-based system, each microservice is a stand-alone application that may be targeted individually to obtain unauthorized access. Consequently, it is necessary to include authentication and authorization features. However, a set of related design decisions needs to be taken in a way that accommodates the scale of a developed system. To illustrate, a user may be authenticated depending on a password and authorized based on roles. In such a case, one integrated authentication and role-based authorization microservice can be added. Besides, the Application Programming Interfaces (APIs) that are associated with roles may be hard-coded as static API-level role authorization checks. Nevertheless, static relation between roles and APIs hinders the ease of modification of their associations when a massive number of APIs exist in a microservice system. To transform the relation into dynamic relation, this paper presents a generic microservice-based architectural design with a separate role-based authorization microservice that contains role/API database records. Moreover, it shows experimentation for performance optimization that was carried out on authentication and role-based authorization databases to utilize the suggested architectural design. The obtained results of password-based authentication encouraged employing not only Structured Query Language (SQL) databases with small microservice-based systems, which deal with 1500 users or less while employing Structured Query Language (SQL) databases with medium to large systems. Furthermore, the results indicated that there is no difference between the two database types in the role-based authorization process for all API-based system scale levels.
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I. INTRODUCTION

In the area of software architecture design, there is a continuous need for devising new architecting paradigms to accommodate some emerging requirements. Generally, the direction is towards the “Separation of Concerns” concept which facilitates the software development process and raises maintainability. This concept led architects to shift from the monolithic architecture to Service-Oriented Architecture (SOA), then to microservice architecture to adapt to particular circumstances [1].

The monolithic architecture implies building applications as a single deployable unit. In contrast, SOA enforces some level of independence by splitting up functionalities into “services” but with central governance and data storage. Recently, microservice architecture emerged as a natural evolution to maximize the loose-coupling concept by eliminating centralization. This enables microservices to be highly maintainable and highly scalable [2, 3].

Microservice-based systems, as distributed systems, require careful attention to each related security consideration [1]. This is due to the broadness of their attack surface which arises from the existence of many small independent and distributed services that are accessible by various client applications [4, 5]. To secure such systems, it is not sufficient to protect the perimeter only. Instead, it is substantial to protect every microservice inside the perimeter by enforcing security mechanisms by using security modules. That involves safeguarding microservices from the blind trust of clients or other microservices that request access to their functionalities [6, 7].

Enforcing the authentication and authorization security requirements is considered an essential way of achieving protection and building the required conscious trust [6, 7]. Authentication is the process of checking the identity of a user whereas authorization is the process of granting the user permission to perform specific actions or reach certain resources [8, 9].

In the literature, different microservice-based architectural designs aimed to satisfy authentication and authorization characteristics. Focusing on the architectures that implement features of authentication and role-based authorization, it was found that the most adopted design idea is to add Identity microservice [10–13]. Identity microservice is responsible for authenticating a user based on a username and a password combination and issuing an access token.
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for role-based authorization at the business microservices level. In addition, it manages all user-related data such as roles. The issue with this design is that authorization data cannot be stored since Identity microservice is only concerned with user data. As a specific example, user/role database records can be included in the Identity database while role/Application Programming Interface (API) database records cannot. That provides the ability to change users’ roles dynamically, whereas modifying role-related APIs can only be done statically via hard coding at API-level. Hard coding of permissions is a common practice among developers [14], however, it is not recommended whenever the number of APIs is substantial. To overcome this limitation, an extended microservice architectural design was proposed that includes a separate role-based authorization microservice with an attached database of role/API associations.

Merging authentication and authorization characteristics with a microservice-based system without degrading its performance, in terms of response time, is a crucial point [15]. Therefore, the suggested architecture can be customized based on design decisions related to database type and design. As part of this research, suggestions for achieving the best performance are presented based on a comparison between Structured Query Language (SQL), and not only SQL (NoSQL) databases with an experimentation phase to determine the performance level of each during the password-based authentication and role-based authorization processes.

Security and performance are two important research aspects in the field of microservice architecture design. According to Vural’s study [16], there is still a lack of related empirical studies which are greatly needed for extracting valuable information for making design decisions. This paper contributes to that branch of microservice research by conducting an experimental study to help resolve security and performance issues.

The rest of the paper is organized as follows. Section II analyzes the state of the art in microservice architectural designs that have inherent authentication and authorization features. Sections III–VI explain the implementation details of the suggested microservice architecture. These involve its architectural design, the SQL and NoSQL database structures of the password-based authentication and role-based authorization microservices, and a description of the authentication and authorization processes. Section VII explores the performance testing-related aspects of the architecture including the test scenarios and test cases, the hardware specifications, and an explanation of the data collection and analysis procedure. In addition, it presents the steps taken to achieve the reliability and validity of measurements as well as the experimental limitations. Section VIII shows and analyzes the obtained results from carrying out the test cases. Then, Section IX interprets the analyzed results. And finally, Section X clarifies the conclusions that were drawn.

II. LITERATURE REVIEW

A range of architectural design decisions aimed at achieving authentication and authorization security requirements within a microservice architecture can be found in the literature. For example, several architectural solutions employ a component called “API gateway” to play a specific role in the authentication and authorization processes either as the main entity or simply as a facilitator [4–6, 10].

The API gateway acts as a single-entry point that mediates the communication between clients and microservices. The aims are to forbid malicious or unauthorized access [4, 10] and to minimize the number of calls from clients to microservices, or in other words, to solve the problem of “chatty communication” [6, 10]. Due to the benefits that the API gateway provides, it is seen as a substantial component in any microservice architecture [17]. Besides this, “having no API gateway” is considered, between researchers and practitioners, an anti-pattern or bad design practice [18, 19].

Alternatively, several architectures involve implementing authentication and authorization as a dedicated microservice. Microservices usually serve the business functionalities of a system. Nevertheless, using a dedicated microservice for security purposes showed the ability and benefit of employing microservices in achieving cross-cutting concerns as well.

To illustrate, He and Yang [12], and Sharma [13] dedicated a microservice to represent an authentication and authorization server. Authentication was achieved by taking the responsibility of checking the credentials of users while authorization was involved by issuing access tokens. Access tokens are stand-alone pieces of information that allow every business microservice to make its authorization checks for granting access to its functionalities. Such an approach served as an alternative to going back and forth with requests to the central dedicated authentication and authorization microservice. Another goal was to allow users to sign in only once and then use the generated tokens as indicators of authentication in subsequent requests. Fig. I describes that suggested architecture.

![Figure 1. Authentication and authorization as a microservice.](image-url)
Looking at industry practices in architecting, the mentioned architecture was adopted by leading companies such as Microsoft [10] and Oracle [11]. However, Microsoft renamed the dedicated security microservice to be “Identity Microservice”. The reason is to reflect its task of managing the identities of users. Identity microservice has three responsibilities: storing the identities, verifying their correctness through the authentication process, and generating access tokens filled with identity information.

Furthermore, Microsoft [10] introduced another improved architecture as well. It is a design that combines Identity Microservice with an API gateway. One purpose for this integration is to optionally add two layers of authentication and authorization instead of one to a microservice-based system. The first layer is the mandatory authentication through Identity Microservice which includes user login and obtaining an authorization access token, while the second layer is the optional API gateway token-based authentication and claim-based authorization. Claim-based authorization is an authorization type that depends on what claims are included in the token attached to a sent request such as the user role.

By analyzing Refs. [10–13], a limitation related to role-based authorization was found. As discussed, Identity Microservice database includes information related to users including their roles. When a user logs in, his/her role(s) are filled into the issued access token to be evaluated against static API-level authorization attributes such as [Authorize (Roles = “Admin”)]. Static authorization attributes imply that each API has a hard-coded role authorization check, which allows or prevents user access [14]. Hard coding of associations between APIs and roles is acceptable while the number of APIs is small, however, as the number increases, such an approach becomes tedious and difficult to manage. In order to better manage the latter case, this paper suggests adding database records of role/API associations for enabling dynamic re-association.

Since the software architecture community promotes the Separation of Concerns concept [1], this paper suggests separating authentication and role-based authorization into two microservices with two distinct databases. Authentication microservice database manages user-related data, while role-based authorization microservice manages authorization-related role data that is represented as role/API associations.

In addition, and as an attempt to preserve a satisfactory performance level of password-based and role-based authorization processes, related database design decisions have been included as part of the architecture. These design decisions determine the most efficient database type to be used along with its design. This is based on comparing SQL and NoSQL database performance, in terms of response time, within the context of microservice architecture.

III. ARCHITECTURAL DESIGN

Selecting the right components that comprise a system and appropriately connecting them serve to fulfill specific quality attributes. This paper suggests an architectural design that achieves password-based authentication and role-based authorization security requirements with a focus on performance. Upon surveying the literature and observing the contributions of practitioners in the field, the proposed microservice architecture was structured as presented in Fig. 2. This architecture is comprised of the following components:

Business Microservices are provider applications that deliver the main services intended by a system.

Authentication Microservice is a security component that manages user data, authenticates user identities by validating the usernames and passwords, and issues access tokens.

Role-Based Authorization Microservice is a security component that stores roles in a system, information about the system’s APIs, and the relationships between the roles and the APIs that represent the allowed list of APIs for each role.

RabbitMQ Message Broker is a queue-based communication component that enables asynchronous interaction between Business Microservices as well as between Authentication and Authorization Microservices.

Client Application is a consumer application that sends requests to Business Microservices asking for specific services.

![Figure 2. The proposed microservice architectural design.](image-url)
API Gateway is a mediator communication component that facilitates the interaction between Client Application and microservices. Furthermore, it is a security component that can be activated to make initial token-based authentication and authorization.

From Fig. 2 once again, it is noticed that one of the Business Microservices is connected to a SQL database while the other is connected to a NoSQL database. This reflects the diversity and heterogeneity that can be found in any microservice-based system, which relates to the nature of each Business Microservice. In contrast, the database technologies utilized for each of the Authentication and Authorization Microservices are not determined. These microservices deal with some cross-cutting concerns that all microservice-based system components rely on. Selecting the right database technology to use with these cross-cutting concerns microservices cannot be arbitrary and such a decision requires proper justification.

From the performance perspective, SQL and NoSQL technologies may have a positive or negative effect on authentication and authorization processes. To make the suggested architectural design performance-centric, it was important to include database architectural design decisions that are related to the Authentication and Authorization Microservices. These decisions help architects in selecting the most efficient database type proved by experimentation along with its design. The next two sections present the SQL and NoSQL database structures which were employed in the experimentation phase.

IV. SQL DATABASE SCHEMAS

SQL database schemas are commonly utilized in implementing Authentication and Authorization Microservices. By reviewing the SQL database schema provided by ASP.NET Core Identity [20], the minimum requirements for an authentication microservice were extracted, which are shown in Fig. 3. The experiments in this paper depended on the full schema of ASP.NET Core Identity but what appears in the figure is a suggestion for architects who are looking for a simplified design solution.

![Figure 3. A basic SQL schema for an authentication microservice.](image)

The extracted schema involves three main tables which are Users, Roles, and UserClaims. The Users table stores user identity data. The Roles table defines the different available roles for users in a system. The association between these users and roles is represented in a subsidiary table named UserRoles. Besides, the UserClaims table keeps user claims to be used in the access tokens generation process. Typically, the essential claim in the suggested microservice architecture is the role. Therefore, it is mandatory to be included within access tokens as a preparation for the role-based authorization process.

Each role in a system is supposed to be a key for enabling users to access a specific range of APIs. Hence, the role-based authorization SQL schema was structured to be as clarified in Fig. 4.

By comparing Figs. 3–4, it is found that both schemas have a Roles table. The two tables, in fact, are identical in content, i.e., they store the same roles existing in a system. However, the main table is the one owned by Authorization Microservice while the other is a subordinate. What is meant by “subordinate” is that it receives a data copy from Authorization Microservice through the RabbitMQ message broker component appearing in Fig. 2.

Authentication Microservice’s responsibility is to deal with the identities of users whereas the responsibility of Authorization Microservice is to preserve the authorization-related data including roles and APIs, thus, employing the principle of Separation of Concerns.

V. NOSQL DATABASE COLLECTIONS

Simply, the authentication SQL schema presented in Fig. 3 can be transformed into two NoSQL collections with the same data fields. The first collection is Users, which is the union of the three SQL tables: Users, UserRoles, and UserClaims. It holds the identity data of users as well as their roles and claims. Whereas the second collection replaces the Roles SQL table that maintains the roles supported by a system and can be assigned to users. This structure is shown in Fig. 5.

Regarding the role-based authorization process, its database can be implemented in NoSQL as appears in Fig. 6. To clarify, the Roles collection holds a system’s roles with their associated APIs. On the other hand, the full information of the APIs that are exposed by a system is stored in the APIs collection.

![Figure 4. The SQL schema for the role-based authorization.](image)
The first step in this process is extracting the user’s roles from the token. Then, slicing the HTTP request to find the request path and the HTTP method, i.e., determining the information of the requested API. The third step is to find an association between the roles of the user and that API in the Authorization Microservice’s database. And finally, allowing the user to access the functionality provided by the API or return a refusal in case of failure.

Similar to password-based authentication, employing a SQL or NoSQL database to be accessed during the role-based authorization may present different performance levels. To make a proven comparison, an experimentation phase is required. In the next section, all the aspects of the conducted database performance tests will be discussed in detail.

VII. RESEARCH METHOD

In this section, the test scenarios and test cases that were followed to execute the performance testing on the suggested microservice architecture will be clarified. Also, the specifications of the machine that was employed in carrying out those test cases will be listed. Furthermore, the data collection and analysis procedure as well as how the reliability and validity of measurements were assured will be explained. Finally, the limitations of experimentation will be mentioned.

A. Test Scenarios and Test Cases

The experiments on the proposed microservice architecture include two parts. One part is to measure the time needed to authenticate a user based on the password-based authentication process. The second part is to determine how long it takes to authorize a user depending on the role-based authorization process. Table I describes the test scenarios that were conducted—it is worth mentioning that the tables’ structure in this section is inspired by the work provided by Fahruza, Ibrahim, and Suffian [21].

<table>
<thead>
<tr>
<th>Table I. The Test Scenarios of the Proposed Microservice Architecture</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Test Scenario ID</strong></td>
</tr>
<tr>
<td>TS1</td>
</tr>
<tr>
<td>TS2</td>
</tr>
</tbody>
</table>

Determining test scenarios is not sufficient for conducting research experiments. Therefore, they were supplemented by two test suites, one for each scenario. Table II shows the first test suite that is dedicated for testing the scenario of authentication. It contains five test cases, each of which is intended to test, in terms of performance, the authentication of one virtual user against a specific number of stored user records. It is
noticeable that the number of these records increases exponentially.

The test cases in Table II begin with one stored user only to represent a baseline performance measurement. This baseline forms a starting point for the measurements of response time. For more explanation, the value of the baseline does not include the time consumed in the search action. Instead, it is related to the procedure of authenticating a user by directly accessing his/her record in the authentication database.

**TABLE II. THE AUTHENTICATION PROCESS’ TEST CASES**

<table>
<thead>
<tr>
<th>Test Scenario ID</th>
<th>Test Case ID</th>
<th>Authentication Scheme</th>
<th>Number of Virtual Users</th>
<th>Number of Stored Users</th>
</tr>
</thead>
<tbody>
<tr>
<td>S1</td>
<td>TS1_TC1</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td>TS1_TC2</td>
<td></td>
<td>10</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td>TS1_TC3</td>
<td>Password-Based</td>
<td>1</td>
<td>100</td>
</tr>
<tr>
<td></td>
<td>TS1_TC4</td>
<td></td>
<td></td>
<td>1000</td>
</tr>
<tr>
<td></td>
<td>TS1_TC5</td>
<td></td>
<td></td>
<td>10,000</td>
</tr>
</tbody>
</table>

In the second test case and beyond, the number of stored records rises exponentially by a factor of ten. Usually, in performance testing, the baseline is determined, then it is doubled, tripled, or multiplied by a larger factor [22]. The factor of ten was chosen here to reach huge record numbers, which reflect a realistic situation in the microservice architecture, with minimum numbers of test cases. In other words, to reduce the performance testing cost.

Table III, on the other hand, clarifies the second test suite that was created for testing the scenario of role-based authorization. This test suite involves ten test cases that are divided into two groups. The first consists of four test cases that test the performance of authorizing a user when the authorization database is filled with exponentially increasing APIs records that are linked to one role only in the system. Whereas, the second is comprised of six test cases that are similar to what exists in the first group but with two roles, each of which is taking half of the stored APIs.

As general remarks regarding the test cases of the second test scenario, firstly, the exponential rise in the number of stored APIs stops at one thousand in the first part of these test cases. This is because it is not possible to find ten thousand APIs, for instance, in a microservice-based system or even more than one thousand in such a system that contains one role only. In the second part of the test cases, two further points after one thousand were defined since the system now supports more than one role. Nevertheless, the increase stopped at three thousand records due to the unrealism of the existence of more than this number in a microservice-based system.

It is important to mention that both test suites, explained in this section, were executed against the SQL technology one time and the NoSQL technology another time. The reason is the analysis of the results will be comparative in the first place. The purpose of this is to be able to select the appropriate database technology for completing the password-based authentication and role-based authorization processes in a microservice-based system.

**B. Hardware Specifications**

To execute the experimentation’s test cases, a laptop personal computer with the following specifications was used:

- Intel Core i5-4210U CPU @ 1.70GHz.
- 8GB RAM.
- 64-bit Operating System.

**C. Data Collection and Analysis**

Research experimentations are concentrated on collecting data about time intervals required to complete the processes of authentication and authorization. Consequently, timers were adjusted to take these measurements, in milliseconds as integers. Also, pieces of code were written to embed the taken values into result records. The result records are of a previously defined structure, and they are part of a dedicated database for performance testing results.

To obtain the performance testing results, each prepared test case was carried out more than one time against each database technology. In addition, multiple readings were taken and stored in the performance testing database during each test. This is to ensure the trustworthiness of the collected values. For analyzing the gathered data, the average of the readings was calculated, for each test case and each database technology separately, and anomalies were excluded depending on the standard deviation method.

**TABLE III. THE ROLE-BASED AUTHORIZATION PROCESS’ TEST CASES**

<table>
<thead>
<tr>
<th>Test Scenario ID</th>
<th>Test Case ID</th>
<th>Authorization Scheme</th>
<th>Number of Virtual Users</th>
<th>Number of Stored Roles</th>
<th>Number of Stored APIs</th>
<th>Num of Linked APIs to each Role</th>
</tr>
</thead>
<tbody>
<tr>
<td>S2</td>
<td>TS2_TC1</td>
<td></td>
<td></td>
<td>10</td>
<td>All of the APIs</td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC2</td>
<td></td>
<td></td>
<td>100</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC3</td>
<td></td>
<td></td>
<td>1000</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC4</td>
<td></td>
<td></td>
<td>1000</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC5</td>
<td>Token-Based</td>
<td>1</td>
<td>2</td>
<td>Half of the APIs</td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC6</td>
<td></td>
<td></td>
<td>(The virtual user</td>
<td>100</td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC7</td>
<td></td>
<td></td>
<td>is assigned to</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC8</td>
<td></td>
<td></td>
<td>one of these roles</td>
<td>1000</td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC9</td>
<td></td>
<td></td>
<td>solely)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>TS2_TC10</td>
<td></td>
<td></td>
<td>2000</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>3000</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
D. Reliability and Validity of Measurements

In any quantitative research, reliability and validity are considered two fundamental criteria that make the measurements trustworthy. Reliability is related to the consistency of results, which indicates that the obtained results must be identical whenever an experiment is repeated under the same circumstances. Whereas, validity is related to the accuracy or the closeness of the collected data to the truth [23].

To assure these two criteria, as much as possible, it was planned to achieve the following:

- Conducting the experiments multiple times and storing several readings during each of them.
- Eliminating anomalous values based on the standard deviation method.
- Testing the worst cases, i.e., the cases of reaching the last record or document in the databases. This is to get accurate comparative results regarding the performance of SQL and NoSQL.
- Executing a test case on the SQL and NoSQL databases in turn instead of carrying out all the test cases against one technology and then all of them against each other. The goal is to keep the ratio of the taken values between the SQL and NoSQL consistent. This is in case the performance of the computer used in testing degrades at a point in time for some reason.

E. Experimental Limitations

The following represent two major limitations of this research:

- Sample size. The computer that was used in the development and performing testing is a personal computer with limited resources. As a result, it was hard to generate more than 10,000 records using this computer to fill a database table in preparation for conducting experiments. Consequently, tests on huge numbers, 100,000 or 1,000,000, for instance, that reflect some real situations could not be executed.
- Time limitation. The time that was dedicated for completing all the aspects of this research was limited. Thus, the number of cases to be studied and tested was minimized. Besides, that led to a partial implementation of the microservice architecture but with enough details to make conducting experiments possible.

VIII. RESULTS

In this section, the experiments’ results of the process of password-based authentication and role-based authorization will be presented and analyzed.

A. General Analytical View

The experimentation in this research is comparative in nature, i.e., it compares the performance level, in terms of response time, of the SQL and NoSQL database technologies in certain contexts within the microservice architecture. Therefore, the relative relationship between the SQL and NoSQL resulting time values is more significant than the absolute time values themselves.

Besides, it is important to mention that the testing environment does not reflect a realistic deployment environment. Consequently, some unexpected behaviors in the results’ curves may be noticed. To illustrate, an enhancement in performance instead of decay, a fluctuation, or semi-fluctuation may appear with the increase in the stored record numbers in the databases. Those matters were considered to give correct interpretations of the results at the end of the research.

B. Password-Based Authentication

This branch of experimentation focused on measuring the required time to authenticate one virtual user when the SQL and NoSQL authentication databases are filled with a particular number of users’ records. By looking at the SQL part of the Authentication Time column in Table IV, it is seen that the numbers of the five experiments are, nearly, close to each other and there is no considerable increase or decrease. In other words, there was general stability in performance. However, when the NoSQL part is scanned, a disparity between numbers is noticed besides an obvious performance drop in the last test.

<table>
<thead>
<tr>
<th>Test Scenario ID</th>
<th>Test Case ID</th>
<th>Number of Stored Users</th>
<th>Database Technology</th>
<th>Authentication Time (in milliseconds)</th>
</tr>
</thead>
<tbody>
<tr>
<td>TS1</td>
<td>TS1_TC1</td>
<td>1</td>
<td>SQL</td>
<td>195.78</td>
</tr>
<tr>
<td></td>
<td>TS1_TC2</td>
<td>10</td>
<td>SQL</td>
<td>189.34</td>
</tr>
<tr>
<td></td>
<td>TS1_TC3</td>
<td>100</td>
<td>SQL</td>
<td>189.22</td>
</tr>
<tr>
<td></td>
<td>TS1_TC4</td>
<td>1000</td>
<td>SQL</td>
<td>182.86</td>
</tr>
<tr>
<td></td>
<td>TS1_TC5</td>
<td>10,000</td>
<td>SQL</td>
<td>187.40</td>
</tr>
<tr>
<td></td>
<td>TS1_TC1</td>
<td>1</td>
<td>NoSQL</td>
<td>176.63</td>
</tr>
<tr>
<td></td>
<td>TS1_TC2</td>
<td>10</td>
<td>NoSQL</td>
<td>169.11</td>
</tr>
<tr>
<td></td>
<td>TS1_TC3</td>
<td>100</td>
<td>NoSQL</td>
<td>155.88</td>
</tr>
<tr>
<td></td>
<td>TS1_TC4</td>
<td>1000</td>
<td>NoSQL</td>
<td>171.03</td>
</tr>
<tr>
<td></td>
<td>TS1_TC5</td>
<td>10,000</td>
<td>NoSQL</td>
<td>248.97</td>
</tr>
</tbody>
</table>

To study the behaviors over experiments and compare the performance of SQL and NoSQL database technologies, the results were illustrated as a chart as appears in Fig. 7. By tracking the SQL line, which is in blue color, the performance stability, which was observed before, becomes assured. In contrast, the NoSQL line, which is in green color, shows different behavior. In the beginning, the values were going down, then, a small rise occurred followed by a significant one. That reflects huge degradation in performance affected by the increase in the number of stored users in the system.

When the performance of SQL is compared to NoSQL, by observing Fig. 7 again, it is realized that NoSQL shows better performance in password-based authentication with small numbers of users. Specifically, when the number of stored records is around two thousand or less. However, SQL is superior in the case that user records numbers exceed the two thousand limit.
C. Role-Based Authorization

The experimentation on the role-based authorization procedure included two parts. The first was to measure the time taken to authorize a virtual user when the system under test contains one role. The second part was the same as the first but with two roles stored in the system such that the virtual user is assigned to one of them.

The latter testing aimed to see the effect of dividing the system’s APIs between two roles on the performance of SQL and NoSQL databases. More precisely, to determine whether the division makes the NoSQL performance surpasses that of SQL. This is because the search, then, in NoSQL will be limited to an array that is embedded in the NoSQL document of a role, which saves, solely, the APIs that are linked to that role. This is in comparison to looking inside a SQL relationship table that has the associations between all the roles and APIs in the system.

Looking at the first part of the experimentation, it is noticed that the results of SQL and NoSQL, as appears in Table V, are approximately constant and equal. They are all around 1.25ms. That indicates stability in the performance of SQL as well as NoSQL. Furthermore, that shows that both technologies complete the role-based authorization process within the same time period.

<table>
<thead>
<tr>
<th>Test Scenario ID</th>
<th>Test Case ID</th>
<th>Number of Stored APIs</th>
<th>Database Technology</th>
<th>Authorization Time (in milliseconds)</th>
</tr>
</thead>
<tbody>
<tr>
<td>TS2</td>
<td>TS2_TC1</td>
<td>1</td>
<td>SQL</td>
<td>1.57</td>
</tr>
<tr>
<td></td>
<td>TS2_TC2</td>
<td>10</td>
<td>SQL</td>
<td>1.11</td>
</tr>
<tr>
<td></td>
<td>TS2_TC3</td>
<td>100</td>
<td>SQL</td>
<td>1.19</td>
</tr>
<tr>
<td></td>
<td>TS2_TC4</td>
<td>1000</td>
<td>SQL</td>
<td>1.31</td>
</tr>
<tr>
<td></td>
<td>TS2_TC1</td>
<td>1</td>
<td>NoSQL</td>
<td>1.20</td>
</tr>
<tr>
<td></td>
<td>TS2_TC2</td>
<td>10</td>
<td>NoSQL</td>
<td>1.28</td>
</tr>
<tr>
<td></td>
<td>TS2_TC3</td>
<td>100</td>
<td>NoSQL</td>
<td>1.27</td>
</tr>
<tr>
<td></td>
<td>TS2_TC4</td>
<td>1000</td>
<td>NoSQL</td>
<td>1.23</td>
</tr>
</tbody>
</table>

As an additional note on the new results, raising the number of stored APIs in the system up to three thousand kept the same level of performance of SQL and NoSQL in the process of authorization. By performing experiments on a huge number of APIs, it was intended to provide evident outcomes that help architects in taking the right architectural design decisions while creating large-scale microservice systems.

Fig. 8 confirms the remarks that were mentioned. The two lines that represent SQL and NoSQL performance are almost straight, which reflects constancy. In addition, they show overlapping which clarifies the equality between the two database types in the execution time required to authorize a user.
NoSQL. Furthermore, it is observed that some of the two lines’ data points are laid on top of each other and the rest are very close to each other. These are signs of equivalence between the SQL and NoSQL database technologies in the time that they spend completing the role-based authorization process.

D. Final Analytical Thoughts

Results can be analyzed from another perspective such as the scale of a microservice application. In this research, three scales were defined based on the value of the independent variable in each test scenario. These include small-, medium-, and large-scale applications as presented in Table VII.

<table>
<thead>
<tr>
<th>Test Scenario ID</th>
<th>Independent Variable</th>
<th>Microservice Application Scale</th>
<th>Value of Independent Variable per Scale</th>
</tr>
</thead>
<tbody>
<tr>
<td>TS1</td>
<td>Number of users</td>
<td>Small</td>
<td>Less than 1500 users</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Medium</td>
<td>Between 1500 and 5000 users</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Large</td>
<td>More than 5000 users</td>
</tr>
<tr>
<td>TS2</td>
<td>Number of APIs</td>
<td>Small</td>
<td>Less than 500 APIs</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Medium</td>
<td>Between 500 and 1000 APIs</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Large</td>
<td>More than 1000 APIs</td>
</tr>
</tbody>
</table>

Looking at the results of the authentication process, it is optimal to use NoSQL databases with small-scale software while it is preferable to use SQL databases for medium- to large-scale software. On the other hand, the role-based authorization process results indicate that using either SQL or NoSQL databases is acceptable for all scale levels.

IX. DISCUSSION OF RESULTS

This section provides a discussion and interpretation of the obtained results. Particularly, it explains the reasoning behind the superiority of each database type over the other in each branch of experimentation. The explanation will be based on hypotheses, previous studies, and practitioners’ opinions.

A. Password-Based Authentication

The password-based authentication process comprises two programmatic main steps. The first is the search to find a match for a username and password, submitted by a user, inside the authentication database. The second is the generation of a token that contains the user’s claims which are retrieved from the authentication database as well.

To complete such a process efficiently, the right database selection decision must be made. Regarding this context, the expectation is that using a NoSQL database gives better performance. As proven in research works, the NoSQL technology performs well in the execution of simple CRUD operations [24, 25]. In the password-based authentication process, the token generation step includes a straightforward read operation and what happened in the search step is reading as well but without a retrieval action.

Despite this assumption, it is speculated that SQL technology will outperform NoSQL at some point with the increase in the number of user records. The reason for that is both the search and the claims fetching tasks depend on indexed columns. Indexes in SQL work on enhancing the search and querying speed to achieve optimization [26].

The results of authentication affirmed these two hypotheses. In the beginning, they revealed the superiority of the NoSQL database in performance, then, at a certain limit, they showed reversing in favor of the SQL database.

B. Role-Based Authorization

To authorize a user based on roles that are associated with APIs, simple database read operations are required. That leads to the anticipation of the suitability of the NoSQL technology for this context in terms of performance because, as was mentioned before, NoSQL was proven to carry out simple CRUD operations efficiently.

After performing experiments, surprising results were obtained. The SQL and NoSQL databases spent equal time completing the authorization process. The process was too short and lasted solely one millisecond to finish. The shortness of the process is the reason behind the equivalence since there was no opportunity for NoSQL to exceed.

Even when the authorization performance testing was repeated to include two roles each of which is holding the half set of the system’s APIs, it was expected that NoSQL will exhibit more superiority. The reason behind that is each role in NoSQL is represented by a document that stores an array of the linked APIs’ IDs. This contrasts with SQL which preserves the relationships between all roles and APIs inside one table. Nevertheless, as discussed, the procedure’s duration was not long enough to show any difference in performance.

That shows the significance of the conducted performance tests since developers may think in the same way as the authors. And consequently, insist on employing a NoSQL database in authorization losing the
feature of preserving data consistency that SQL provides. Security contexts are very sensitive so if there is a possibility of using reliable data sources like SQL databases, then it should be done.

X. CONCLUSION

Authentication and authorization are principal security requirements in any microservice-based system. In the context of password-based authentication and role-based authorization, one integrated microservice may be sufficient to achieve their requirements. Nevertheless, depending on two separate microservices, each of which is connected to a distinct database, becomes a necessity in case of significant growth in API numbers. This is to facilitate storing role/API associations and enable modifying them dynamically. This is instead of hard-coding these associations via API-level authorization attributes.

For database performance optimization of the separate password-based authentication and role-based authorization microservices, several performance tests were executed as a comparison between SQL and NoSQL databases. Depending on the analyzed and interpreted performance testing result, some conclusions were drawn. These conclusions are split into two parts in the same way that the results and their discussion were divided earlier.

A. Password-Based Authentication

To authenticate users based on passwords efficiently, it was discovered that the NoSQL database technology is better to use with small microservice-based systems which involve about 1500 users or less. On the other hand, SQL was found to be more suitable with medium- to large-scale microservice-based systems that deal with more than 1500 users.

B. Role-Based Authorization

In the process of role-based authorization, there is no difference between employing a SQL or NoSQL database. They both provide the same level of performance in the different API-based scale levels including small (less than 500 APIs), medium (from 500 to 1000 APIs), and large (more than 1000 APIs). That is true whether a microservice-based system contains only one role that is linked to all the system’s APIs or to many roles that share these APIs.
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