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Aminu Aminu Muazu¹², Ahmad Sobri Hashim¹, and Aliza Sarlan¹
¹ Computer & Information Sciences Department, Faculty of Science and Information Technology Universiti Teknologi PETRONAS, Malaysia
² Computer Sciences Department, Faculty of Natural and Applied Science Umaru Musa Yar’adua University Katsina, Nigeria
Email: aminu.aminu@umyu.edu.ng, {sobri.hashim, aliza_sarlan}@utp.edu.my

Abstract—Exhaustive testing is a type of testing that test all possible combination of parameter values to make sure the product is free from any possible faults and errors. However, employing exhaustive testing would be impossible due to the factors that includes time, labor, cost, and resource constraints. Thus, combinatorial t-way testing was introduced to complement exhaustive testing problem. The t-way testing generates small test list considering that each test case can cover the greatest number of interaction tuples based on the t-way coverage. Many works were done in the field of combinatorial test generation to generate an optimized test suite based on a given t-way interaction strength, since t-way testing is exceedingly complicated (NP-hard). The t-way techniques make use of “don’t care” values when generating optimal test suite, but most of research adopt the values without a critical look into the consequences around them that lead to a higher number of test cases generated. As such, this paper presents the influence of “don’t care” values in the field of t-way testing, we also show that this line of research is threatening to lead the area away from optimization rigor. A case study is given times to show the impact of “don’t care” values. Moreover, we suggest to the proper way of adopting “don’t care” values for t-way testing strategies. Finally, our suggestion can be applying when implementing t-way strategy consciously adopt the adjustment to reduce test suite size.

Index Terms—software testing, exhaustive testing, t-way techniques, test case, covering array notation, don’t care values

I. INTRODUCTION

Nowadays, people tend to rely too much on computer software, in fact it has become a segment of our lives as we cannot live without software, whether the software is mobile application, TV application, computer application, and so on. Also, in the business we carry out each day with credit/debit card acquisitions, money transfer, use of internet, e-mail, chatting, and so on we use software [1]. Update on Apple iOS 6 in 2012, where the company make decision regarding them google map platform which causes failure in their mobile computing movement. This is the least usable piece of software that Apple has ever release [2]. In the currently development of software project, it is reported that around 50% of time goes to software testing [2]. However, to solve this problem, researchers are focusing on how to find a better way for testing software, cost-effective and to find debugging techniques to confirm high quality of released software product.

Combinatorial testing is a black box testing method whereby more than one combination of input parameters is used in handling testing of a software configuration system. Combinatorial testing is a specification-based testing principle that requires for each t-way (t is the interaction strength) combination of input parameters of a configuration system, for every combination of a valid parameter value can be covered by at least one test case [2]-[4]. The combinatorial testing explores interactions among parameters with a little number of test cases. This approach has proven success in providing a strong and low-cost testing in the real-world situations.

In pairwise testing, the issues that is considered most for researchers is that each pairwise interaction must be covered by at least one test in the final test suite. Empirical result indicates that pairwise testing is practical and effective in various configuration systems. Most of the existing research on t-way testing focus on pairwise testing, which the aim of detecting fault caused when parameters interact. However, this fault is caused when two or more parameters interact. But the consideration of higher interaction strengths (t >=3) can be challenging. When the parameter interaction coverage t increases to more than 2, the number of test cases also increases exponentially [5]. It is apparent for a complex configuration system with many parameters and considering a higher t-way interaction strength (t) can lead to a combinatorial explosion problem since it is considered as NP-hard [5].

NP-hard and NP-complete problems are class of problems in computational methods that can be solved by a nondeterministic machine in polynomial time [6]. In
prominent literature [7], it is stated that most of the hard problems are tightly related and can be translated into one another in polynomial deterministic time, this translation is known as polynomial reduction. A problem that is at least as hard as any other problem is called NP-hard whilst NP-hard problems that are contained in another NP are called NP-complete. Example of NP-hard problems are Traveling Salesman Problem [8], [9], Shortest Path Problem [10], Knapsack Problem [11], t-way testing [12], [13], and so on.

In combinatorial testing, test cases are generated by combining values from each parameter which will reduce the systems failure and increase the dependability of a system. Normally, the combinatorial testing is based on t-way combination of parameter values of a configuration system, and every combination can be covered by at least one test case [14]. The t-way testing is a sampling strategy that minimized combinatorial test data of a configuration system, and it is achieved based on a given interaction strength (t). As a result, researchers of these configuration systems have developed to support the following combinatorial t-way interaction: uniform, variable or input-output relation. Moreover, its reported that t-way testing strategies are generalized to support two main approaches that is either One-Parameter-at-a-Time (OPAT) or One-Test-at-a-Time (OTAT). Even though, there is no single strategy that can claim it always generate best test suite size for any configuration system, since t-way testing falls under NP-hard problem [17], [18]. However, these strategies adopt t-way techniques and make use of “don’t care” values when generating optimal test suite, but most of them use the “don’t care” values without a critical look into the consequences around them that lead to a higher number of test cases generated. Thus, the finding in this paper will add more adjustment to the proper way of using “don’t care” value at the time implementing t-way testing strategy.

The rest of this paper is organized as follows. In Section II, we give the definitions of mathematical covering array notations. Then Section III discusses the related works on t-way interaction techniques. In addition, Section IV present the methodology using a case study. Then Section V present result of the research finding. Then Section VI is discussion that talk about the possible adjustment for “don’t care” values. Finally, Section VII present the conclusion of the study.

II. COVERING ARRAY NOTATION

A Covering Array notation (CA) is a mathematical notation representing a configuration system with parameters and their respective values. Currently, CAs appears as another option to exhaustive testing because it is represented with all interactions of the components which can be used as a final test suite. Let elaborates the definition of these useful notations for CA notation.

Definition 1: The Covering Array notation (CA) has four parameters; let’s say: A, m, i, and n. It can be represented mathematically as: \( CA(A, m, i^*) \) [4], [19], in which the symbols A, m, i and n represents number of test cases, interaction strength, number of values and number of parameters for a given CA configuration, respectively. For example: \( CA(9, 2, 3^i) \) refer to a configuration system’s final test suite, which consist of 9 test cases, that cover 2-way interaction, and 4 parameters with 3 values each.

Definition 2: The Mixed Covering Array notation (MCA) has three parameters; let’s say: A, m, and a configuration U. It can be represented mathematically as: \( MCA(A, m, U) \) [4], [19], the A and m carries the same meaning as in CA, MCA espouses a new symbol called U. U is a configuration in the following format: \( n_1^{i_1}, n_2^{i_2}, n_3^{i_3}, n_4^{i_4}, ..., n_z^{i_z} \) indicating that there are \( i_1 \) parameters with \( n_1 \) values, \( i_2 \) parameters with \( n_2 \) values, \( i_3 \) parameters with \( n_3 \) values, \( i_4 \) parameters with \( n_4 \) values and so on. For example: \( MCA(1265, 4, 10^4 4^2 2^{2^2}) \) refer to a configuration system’s final test suite, which consist of 1265 test cases, that covers 4-way interaction, with have 12 parameters: 2 parameters with 10 values each, 1 parameter with 4 values, 2 parameters with 3 values each, and 7 parameters with 2 values each.

Definition 3: The Variable Covering Array notation (VCA) is more complicated that CA or MCA that has four parameters; A, m, a configuration U, and a set G. It can be represented mathematically as: \( VCA(A, m, U, G) \) [4], [19], the A, m, and U carries the same meaning in MCA, then G is a set consist of either CA or MCA with an interaction strength larger than m. For example: \( VCA(12, 2, 3^2 2^2, \{CA(3, 3^2 2^2)\}) \) refer to a configuration system’s final test suite, which consist of 12 test cases, that covers 2-way interaction (as the main strength) for 2 parameters with 3 values each, and 2 parameters with 2 values each, it also covers 3-way interaction (as the sub strength) for 1 parameter with 3 values, and 2 parameters with 2 values each.

Definition 4: The Input-Output relation (IOR) adopts VCA notation which can be represented mathematically as: \( IOR(A, [K_1, K_2, ..., K_r]) \) [4], [19], the A, i, and n carries the same meaning in VCA, where K consists of more than one set of parameters relationship definition that will contribute toward the outputs, these set of parameter K can be indexing starting from 0, 1, 2, ..., z-1. For example: \( IOR(9, \{[0,1,2,...,0,1]\}, 2^2) \). Here, we are going to apply IOR for the two set of parameters to optimize the test suite which could lead to 9 test cases. The first parameter has three input data \{0, 1, 2\}, these input data mean the interaction strength is 3 and represent the index of the main parameters where 0 pointing the first parameter, 1 pointing the second parameter and 2 pointing the third parameter. The same for the second parameter \{0, 3\} that is for the 3-way interaction of the main parameter and represent the index of the main parameters where 0 pointing the first parameter, and 3 pointing the fourth parameter. The two set of function parameters are specified as \( f1(A, B, C) \) & \( f2(A, D) \) to consider the IOR.
III. RELEATED WORK

The main aim of any t-way strategy is to systematically generate a small test list considering that each test case can cover the greatest number of interaction tuples based on the t-way coverage [4], [20]. However, several useful t-way strategies have been developed in the last 10 years that provide three types of interaction for test data generation as either uniform interaction strength, variable interaction strength, or input output-based relations.

The next subsections give an overview of these t-way interactions with some of their existing t-way strategies.

A. Uniform Interaction Strength

The uniform interaction strength uses the CA and MCA notations; it is the basis for interaction testing that considers one strength of interaction between the parameters. Here, t-way has the same strength interaction for all parameters values and to test all interacting parameters, the test suite must cover all the t-way interaction at least once [2], [21]. For instance, if t=2, then it will involve combination of values for every two parameters. Example of t-way strategies that support uniform interaction strength are PWiseGen [22], OPAT-HS [2], GS [23], GTHS [3], TACO [17], and so on.

The OPAT-HS [2] is implemented to adopt OPAT approach using harmony search algorithm by Alsewari et al. in 2018. OPAT-HS strategy support small uniform t-way interaction strength (2 ≥ t ≤ 3).

The GS [23] is implemented to adopt OTAT approach using genetic algorithm by Sajad et al. in 2018. GS strategy support small uniform t-way interaction strength which are less or equal to 6 (2 ≥ t ≤ 6).

The TACO [17] is implemented to adopt OTAT approach based on ant colony optimization by Ahmad et al. in 2021. TACO strategy support small uniform t-way interaction strength up to 5 (2 ≥ t ≤ 5).

B. Variable Strength Interaction

Unlike uniform interaction strength, Variable strength interaction is applied for VCA notation with a combination of CA or MCA having more than one interaction strength. The VCA notations used in variable strength interaction most have different number of parameters between the VCA and its subset (CA or MCA). In VCA, the interaction dependency of subset parameters is higher than other parameters, and with due failure, the interaction of that subset parameter will have impact to the system at all [2], [21]. The variable interaction strength can be applied to any software configuration system or the system that need running multiple configurations [21]. Example of t-way strategies that support variable interaction strength are HSS [24], ABCVS [25], GAMIPOG [26], SCAVS [12], TTSGA [13], and so on.

The ABCVS [25] is implemented to adopt OTAT approach based on ant colony colony algorithm by Alazzawi et al. in 2019. ABCVS strategy support variable t-way interaction strength less or equal to 6 (2 ≥ t ≤ 6).

The SCAVS [12] is implemented to adopt OTAT approach based on sine cosine algorithm by Jalal et al. in 2020. SCAVS strategy support variable t-way interaction strength less or equal to 3 (2 ≥ t ≤ 3).

The TTSGA [13] is implemented to adopt OTAT approach using ant colony algorithm by Ramli et al. in 2021. The TTSGA strategy support variable t-way interaction strength less or equal to 7 (2 ≥ t ≤ 7).

C. Input-Output Relation

The input-output relation IOR adopt VCA notation as: IOR (N, {µ1…., µk}), λ1ℓ1, λ2ℓ2, λ3ℓ3… λjℓj). Where µ consists of more than one set of parameters relationship definition that will contribute toward the outputs. These set of parameters µ can be indexing starting from 0, 1, 2, ..., n-1. Normally, IOR consider interaction of input parameters that affect the output, since not all input parameter interacts with each other and the strength for each interaction is different [2], [21]. Example of t-way strategies that support IOR are ParaOrder [27], AURA [28], CTJ [29], IOR_HH [30] and so on.

The AURA [28] is implemented to adopt OTAT approach by Ong et al. in 2011. AURA strategy is not optimization-based strategy. The authors use the AURA strategy to examine the effectiveness of automated mapping on input-output relationship and its flexible control for generating test cases.

The CTJ [29] is implemented to adopt OTAT approach based on jaya algorithm by Younis et al. in 2020 to support input-output interaction strength. Moreover, CTJ focus on generating an acceptable optimal test suite size in a short execution time.

The IOR_HH [30] is presented recently as a new t-way strategy that support input-output interaction strength by Din F., and Zamli K., in 2021. IOR_HH strategy is based on the exponential Monte Carlo with counter (EMCQ) as hyper-heuristic that works a controller of the three low-level metaheuristic operators: crossover, peer learning and global pollination.

IV. METHODOLOGY

In this study, a method of t-way techniques is applied to our case study configuration up to three time to...
apprehend the influence of “don’t care” values. We started by depicting the exhaustive testing problem and then we outline the effect of “don’t care” value application in t-way techniques. To further illustrate the exhaustive testing problem, a simplified UTP Admission Login System is elaborated as shown in Fig. 1. This configuration system contains five (5) input parameters: Username, Password, ENTER, Request Code, and Reset Password. Each parameter having two possible values:

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Username</th>
<th>Password</th>
<th>ENTER</th>
<th>Request Code</th>
<th>Reset Password</th>
</tr>
</thead>
<tbody>
<tr>
<td>Values</td>
<td>Enter</td>
<td>Enter</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>Not Enter</td>
<td>Not Enter</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
</tbody>
</table>

The described parameters and their values in symbolic forms are displayed in Table I and Table II respectively. If we test this system by exhaustive testing, it will be required value parameter as 

\[ \text{Value}_{\text{Parameter}} = 2^5 = 32 \]

combination of test cases. The exhaustive testing is expressed in the Table III.

If every test case needs two (2) minutes to do, the time to complete the exhaustive testing is 64 minutes. Also, if every single test case will cost RM30, the cost to complete the exhaustive testing is RM960. Looking at this problem! It is just a simple configuration system that have only 5 parameters with 2 values each. As for a large industry that has complex software applications with thousands of parameters and values, if we consider this problem, such industry will spend much cost, labor, and time in testing their regular use software applications. Therefore, this exhaustive testing is considered as impractical, the optimization of test cases is crucial measure to do testing.

![Figure 2. Generating test case.](image-url)
The test case here means a set of condition which are executed with an intend of verifying the functionality of a completed software configuration system. Test cases are generated from a pair of each parameter that involved in the interaction as shown in Fig. 2. Value from each parameter is selected to form a generated test case.

Driven from this issue, the next section will consider this case study as a configuration that we applied using t-way techniques. We applied and run each t-way technique up to three times in order to show the influence of “don’t care” values.

V. RESULT

To present the result, next subsections will apply t-way techniques to our case study configuration from previous section by relaxing the interaction (t) to reduce the number of test cases in the final test suite. However, we considered all the three t-way interaction strength in this case.

A. Uniform Interaction Strength

For the uniform interaction strength, let consider the interaction for t=3, then we have the following interaction for the parameters as: UPE, UPC, UPR, PEC, PER, and ECR.

![Figure 3. Uniform interaction strength combination result when t=3 (first result).](image)

![Figure 4. Uniform interaction strength combination result when t=3 (second result).](image)
If combination of parameter UPE is considered, then the values for parameter C and R takes “don’t care” value (meaning that any random valid values for parameter C and R will be sufficient). Also, if combination of parameter UPC is considered, then the values for parameter E and R takes “don’t care” value. Also, if combination of parameter UPR is considered, then the values for parameter E and C takes “don’t care” value. Also, if combination of parameter PEC is considered, then the values for parameter U and R takes “don’t care” value. Also, if combination of parameter PER is considered, then the values for parameter U and C takes “don’t care” value. Finally, if combination of parameter ECR is considered, then the values for parameter U and P takes “don’t care” value.

By considering these combination of parameter results, we can note that there are few reiterations of values between some entries from UPE, UPC, UPR, PEC, PER, and ECR. If we removed these repetitions, we could get all the combinations at $t=3$. Fig. 3 displays how the reduction is achieved. To see the effect of “don’t care” values with different result obtained, let shuffle the values from each of the combination for the parameters as: UPE, UPC, UPR, PEC, PER, and ECR. Fig. 4 displays the second result after shuffling “don’t care” values.

B. Variable Interaction Strength

For the variable interaction strength, let consider the mathematical notation for this application as VCA $(A, 2, 2^3 (3, 2^3))$, we started with the interaction strength in the main strength (for $t=2$). At this point, when combination of parameter UP is considered, then the values for parameter E, C, and R takes “don’t care” value. Also, when combination of parameter UE is considered, then the values for parameter P, C, and R takes “don’t care” value. Also, when combination of parameter UC is considered, then the values for parameter P, E, and R takes “don’t care” value. Also, when combination of parameter UR is considered, then the values for parameter P, E, and C takes “don’t care” value. Also, when combination of parameter PE is considered, then the values for parameter U, C, and R takes “don’t care” value. Also, when combination of parameter PC is considered, then the values for parameter U, E, and R takes “don’t care” value. Also, when combination of parameter PR is considered, then the values for parameter U, E, and C takes “don’t care” value. Also, when combination of parameter EC is considered, then the values for parameter U, P, and R takes “don’t care” value. Also, when combination of parameter ER is considered, then the values for parameter U, P, and C takes “don’t care” value. Finally, when combination of parameter CR is considered, then the values for parameter U, P, and E takes “don’t care” value.

Now that we assume all combination of parameter for the interaction $t=2$ (main strength) for all parameters. By considering these combination of parameter results, we can note that there are few reiterations of values between some entries from UP, UE, UC, UR, PE, PC, PR, EC, ER, and CR. If we removed these repetitions, Fig. 5 could get all the combinations at $t=2$ for the main strength and by considering the sub strength for $t=3$ (here only combination of parameters ECR will be consider).

If we combine all the interactions (main and sub strength) we have the result as shown in Fig. 6. At this time, we can see that the test suite is reduced from 32 test cases of the exhaustive testing to 27 test cases. Fig. 7 show the effect of “don’t care” values with different result obtained after shuffling the “don’t care” values from each of the combinations (main and sub strength), while Fig. 8 display the result after shuffling “don’t care” values.
C. Input-Output Relation

For the input-output relation, let consider the mathematical notation for this application as IOR (A, {0, 3}, {0, 4}, {1, 2, 3} 2^3). The three functions from the parameters (U, P, E, C, and R) are f1, f2 and f3 in the following interactions UC, UR, and PEC respectively, that is f1 = f(UC), f2 = f(UR) while f3 = f(PEC), we then...
start with the interaction for f1 then f2 and then f3 accordingly.

At this point, when f1 is considered, then the values for parameter P, E, and R takes “don’t care” value. Also, when f2 is considered, then the values for parameter P, E, and C takes “don’t care” value. Finally, when f3 is considered, then the values for parameter U and R takes “don’t care” value. By considering all these three functions (f1, f2 and f3), we are able to note that there are few reiterations of values between some entries. If we removed these repetitions, we could get all the combinations for the IOR (A, {0, 3}, {0, 4}, {1, 2, 3} 25). Fig. 9 displays how the reduction is achieved. Fig. 10 shows the effect of “don’t care” values with different result obtained after shuffling the “don’t care” values from each of the combinations (f1, f2 and f3).

![Diagram](image1)

**Figure 9.** The IOR (A, {0, 3}, {0, 4}, {1, 2, 3} 25) of all the combinations result (first result).

![Diagram](image2)

**Figure 10.** The IOR (A, {0, 3}, {0, 4}, {1, 2, 3} 25) of all the combinations result (second result).
VI. DISCUSSION

In this section, we discussed the result obtained from previous section to demonstrate the effect of “don’t care” value in t-way techniques while constructing test set for optimization. This phenomenon can be explained as we prove it by considering one configuration system as a case study. However, we run each t-way interaction up to two times. From each run, we shuffled the values of “don’t care” and we noted that the result is unalike. Here comes to ask yourself why the result not the same despite we called the value as “don’t care”? The Table IV depict the summary of the two different results obtained from each run.

<table>
<thead>
<tr>
<th>T-way</th>
<th>Results (test cases)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>First</td>
</tr>
<tr>
<td>Uniform interaction</td>
<td>25</td>
</tr>
<tr>
<td>Variable interaction</td>
<td>27</td>
</tr>
<tr>
<td>Input-Output Relation</td>
<td>11</td>
</tr>
</tbody>
</table>

In the first place, we applied the uniform interaction strength to demonstrate the influence of “don’t care” values. From our first result, we obtained 25 test cases in the final test suite (see Fig. 3), then we shuffled the “don’t care” values and obtained different result with 27 test cases (see Fig. 4). With these results as in Fig. 11 indicate that more attention should be given to “don’t care” values, since the results are not the same.

In the second place, we applied the variable interaction strength to demonstrate the influence of “don’t care” values. We obtained 27 test cases in the final test suite (see Fig. 5 and Fig. 6), then we reshuffled the “don’t care” values and obtained different result with 24 test cases in the final test suite (see Fig. 7 and Fig. 8). Once more, with these results as in Fig. 12 indicate that more attention should be given to “don’t care” values, since the results are not the same.

Finally, the IOR techniques is demonstrated by assuming three functions for the parameter interaction. From our first result, we obtained 11 test cases in the final test suite (see Fig. 9), then we shuffled the “don’t care” values and obtained 13 test cases in the final test suite (see Fig. 10). Similarly, with these results as in Fig. 13 indicate that more attention should be given to “don’t care” values, since the results are not the same.

Driven from this critical issue, the finding in this research can be used to make an adjustment of using the “don’t care” value while constructing test cases, particularly during implementation of any t-way strategies. For instance, at the present time of t-way strategy implementation, the authors are encouraged to run the t-way techniques several times, by shuffling the “don’t care” values and allow the applied algorithm to select the best solution. Nevertheless, notwithstanding the fact that this adjustment of “don’t care” values in t-way techniques will provide a better optimization in the final test suite.

VII. CONCLUSION

This paper presents the effect of “don’t care” values in t-way interaction techniques. The appropriateness of this influence is noticeable when we run the given configuration two times for each t-way techniques. Thus, the results obtained is inconsistent to construct an optimal test suite and it is reflected in our investigational results which shows one result is better than others. However, we created a simple method of adjustment that strives to generate a better optimal test list size. To the best of author’s knowledge, no paperwork has implemented a t-way strategy by overlooking into this effect of “don’t care” values. The paperwork, therefore, call for a more critical look at the impact that can lead the area of t-way away from optimization rigor. Finally, a suggestion for
proper way of handling “don’t care” value is created to apply during implementation of any t-way test strategy. Further research direction is provided in this paper, which can drive the new researcher for future research, particularly in their research domains that are using values related to t-way’s “don’t care” value.
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